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## Introduction to Objects

### What is an Object?

In python almost everything we create and use is an object. Pretty much any time we declare a variable we are creating a new object of a certain class. Different objects have certain properties and they inherit those properties from the class they belong to. For example objects of type str have methods like .strip() and .split(), Integers can be added and lists can be indexed. These are all properties specific to objects of certain classes.

In this series I will be showing you how we can create our own classes and objects.

**Help() Function**

To be able to have a look at some of the builtin functions in python we can use the help() function. The help function will list all of the methods and attributes of a class and give us descriptions on what everything does.

help**(**int**)**

*# Try running this and see what happens*

**Definitions**

**Instance:** Whenever we create a new object we are said to be creating an instance of a class. For example typing the command x = 1 translates to: creating a new instance of the int class with the value 1 and the name x.

**Method:** You can think of a method as a function that is specific to certain objects and classes. Methods are created within a class and are only visible to instances of that class. An example of a method is .strip(). It can only be used on objects of class str as it is specific to the str class. All methods must be called on an instance of a class. We cannot simply type strip() as we need to include an instance followed by a period before it.

**Attributes:** An attribute is anything that is specific to a certain object. For example the object has an attribute color. We can change that color and modify it and if we create a new turtle object it can have a different color.

# Creating Classes

When we create a class we are essentially creating our own data type. To do this we must first come up with a name for our class and populate it with some methods.

**class** Dog**():**

**def** \_\_init\_\_**(**self**):**

**pass**

**def** speak**(**self**):**

**pass**

The name of this class is "Dog" and currently it has two methods: \_\_init\_\_ and speak.

Typically when we create a class we create a method that is known as a **constructor**. A constructor is what will be called automatically when we create a new instance of that class. To create a constructor we must use the method name \_\_init\_\_(). We do not need to call this method by doing something like "instance.\_\_init\_\_()" because when we first create a Dog object it will be automatically called.

To create a new instance of our Dog class we can do the following:

**class** Dog**():**

**def** \_\_init\_\_**(**self**):**

**print(**"Created a dog"**)**

**def** speak**(**self**):**

**pass**

tim **=** Dog**()** *# This will print "Created a dog" because \_\_init\_\_ will automatically be called*

## The Self Keyword

You may have noticed that each of my methods above contain the keyword self as a parameter. For now all of the methods we make must do just this. When we call methods on an instance of the class the name of that instance is automatically passed to the method as the argument self. This allows us to access and change attributes that are specific to this instance.

To create a new attribute we must use the self keyword in the following way.

**class** Dog**():**

**def** \_\_init\_\_**(**self**,** name**):**

self**.**name **=** name *# self.name is now an attribute of the Dog class and has a specific value for each instance*

**def** speak**(**self**):**

**pass**

tim **=** Dog**(**"Tim"**)**

Since the \_\_init\_\_ methods now takes two arguments (self and name) we must pass a name when we create a new Dog object.

Since this name is specific to each instance when we can create multiple Dog objects they all may have different names.

**class** Dog**():**

**def** \_\_init\_\_**(**self**,** name**):**

self**.**name **=** name *# self.name is now an attribute of the Dog class and has a specific value for each instance*

**def** speak**(**self**):**

**print(**self**.**name**)**

tim **=** Dog**(**"Tim"**)**

dog2 **=** Dog**(**"Fred"**)**

tim**.**speak**()** *# Prints "Tim"*

dog2**.**speak**()** *# Prints "Fred"*

## Changing Attributes

Now that we know how to create attributes it's time to talk about accessing and changing them. We can change attributes in two ways. It is best practice to change an attribute within the class like so.

**class** Dog**():**

**def** \_\_init\_\_**(**self**,** name**,** age**):**

self**.**name **=** name

self**.**age **=** age

**def** speak**(**self**):**

**print(**"I am"**,** self**.**name**,** "and I am"**,** self**.**age**,** "years old"**)**

**def** change\_age**(**self**,** age**)**

self**.**age **=** age *# This changes the age attribute*

tim **=** Dog**(**"Tim"**,** **5)**

tim**.**change\_age**(7)**

tim**.**speak**()** *# This will print "I am Tim and I am 7 years old"*

The second way to change attribute is to do so outside of the class, like so:

**class** Dog**():**

**def** \_\_init\_\_**(**self**,** name**,** age**):**

self**.**name **=** name

self**.**age **=** age

**def** speak**(**self**):**

**print(**"I am"**,** self**.**name**,** "and I am"**,** self**.**age**,** "years old"**)**

tim **=** Dog**(**"Tim"**,** **5)**

tim**.**age **=** **7**

tim**.**speak**()** *# This will print "I am Tim and I am 7 years old"*

**Note:** We can add new attributes to a class from outside of the \_\_init\_\_ method. However, we must do this within another method in the class. (Watch video if confused)

# 

# Inheritance

When we create classes we can inherit methods and attributes from other already existing classes. This allows us to create a variety of different sub-classes or child classes based off of what is known as a parent class or super class.

The following words are all equivalent and mean a class that inherits from another:  
- child class  
- subclass  
- derived class  
- concrete class

The following words are all equivalent and mean a class that is inherited from:  
- parent class  
- super class  
- abstract class

When we inherit from a class all the methods and attributes of the parent class are passed down to the child class.

**class** Animal**():**

**def** \_\_init\_\_**(**self**,** name**,** age**):**

self**.**name **=** name

self**.**age **=** age

**def** speak**(**self**):**

**print(**"I am"**,** self**.**name**,** "and I am"**,** self**.**age**,** "years old"**)**

**class** Dog**(**Animal**):**

**def** \_\_init\_\_**(**self**,** name**,** age**)**

self**.**name **=** name

self**.**age **=** age

self**.**type **=** "dog"

*# Since we inherit from the animal class we can use the method speak on Dog objects*

tim **=** Dog**(**"Tim"**,** **5)**

tim**.**speak**()** *# This will print "I am Tim and I am 5 years old"*

## Calling a Super-Classes Constructor

Often times when we create sub-classes we want to initialize them in a similar same way as the parent class. To save ourselves from repeating code we can call the parents \_\_init\_\_ function from inside of our childs class \_\_init\_\_ like so:

**class** Animal**():**

**def** \_\_init\_\_**(**self**,** name**,** age**):**

self**.**name **=** name

self**.**age **=** age

**def** speak**(**self**):**

**print(**"I am"**,** self**.**name**,** "and I am"**,** self**.**age**,** "years old"**)**

**class** Dog**(**Animal**):**

**def** \_\_init\_\_**(**self**,** name**,** age**)**

super()**.**\_\_init\_\_**(**name**,** age**)** *# This will call the Animal classes constructor method*

tim **=** Dog**(**"Tim"**,** **5)**

tim**.**speak**()** *# This will print "I am Tim and I am 5 years old"*

# Overriding Methods

Sometimes when we inherit from a parent class we want to have methods or attributes that have the same name as a method in the parent class but that have a different functionality. If we create a method or attribute inside of our child class with the same name as one in the parent it will override the parent class.

**class** Animal**():**

**def** \_\_init\_\_**(**self**,** name**,** age**):**

self**.**name **=** name

self**.**age **=** age

**def** speak**(**self**):**

**print(**"I am"**,** self**.**name**,** "and I am"**,** self**.**age**,** "years old"**)**

**class** Dog**(**Animal**):**

**def** \_\_init\_\_**(**self**,** name**,** age**)**

super**.**\_\_init\_\_**(**name**,** age**)** *# This will call the Animal classes constructor method*

**def** speak**(**self**):**

**print(**"I am a Dog"**)**

tim **=** Dog**(**"Tim"**,** **5)**

tim**.**speak**()** *# This will print "I am a Dog"*

### Example

Below is a realistic example of inheritance and where you may use it.

**class** Veichle**:**

**def** \_\_init\_\_**(**self**,** price**,** color**):**

self**.**color **=** color

self**.**price **=** price

self**.**gas **=** **0**

**def** fillUpTank**(**self**):**

self**.**gas **=** **100**

**def** emptyTank**(**self**):**

self**.**gas **=** **0**

**def** gasLeft**(**self**):**

**return** self**.**gas

**class** Truck**(**Veichle**):**

**def** \_\_init\_\_**(**self**,** price**,** color**,** tires**):**

super**().**\_\_init\_\_**(**price**,** color**)**

self**.**tires **=** tires

**def** beep**(**self**):**

**print(**"Honk honk"**)**

**class** Car**(**Veichle**):**

**def** \_\_init\_\_**(**self**,** price**,** color**,** speed**):**

super**().**\_\_init\_\_**(**price**,** color**)**

self**.**speed **=** speed

**def** beep**(**self**):**

**print(**"Beep Beep"**)**

# Overloading Methods

We often take for granted the fact that you can use operators like +, -, == on python builtin data types. However, in reality this functionality has actually been coded into the classes by python. This means that we can code this functionality into our own classes by creating some special methods.

Take for an example the following class and objects:

**class** Point**():**

**def** \_\_init\_\_**(**self**,** x**=0,** y**=0):**

self**.**x **=** x

self**.**y **=** y

self**.**coords **=** **(**self**.**x**,** self**.**y**)**

**def** move**(**self**,** x**,** y**):**

self**.**x **+=** x

self**.**y **+=** y

p1 **=** Point**(3,** **4)**

p2 **=** Point**(3,** **2)**

p3 **=** Point**(1,** **3)**

p4 **=** Point**(0,** **1)**

If we would like to compare two points for equality we would have to do something like this:

isSame **=** p1**.**x **==** p2**.**x **and** p1**.**y **==** p2**.**y

This is far from elegant and is extremely inefficient. To solve this problem we can overload the default python method \_\_eq\_\_.

**class** Point**():**

**def** \_\_init\_\_**(**self**,** x**=0,** y**=0):**

self**.**x **=** x

self**.**y **=** y

self**.**coords **=** **(**self**.**x**,** self**.**y**)**

**def** move**(**self**,** x**,** y**):**

self**.**x **+=** x

self**.**y **+=** y

**def** \_\_eq\_\_**(**self**,** other**):**

**return** self**.**x **==** other**.**x **and** self**.**y **==** other**.**y

p1 **=** Point**(3,** **4)**

p2 **=** Point**(3,** **2)**

p3 **=** Point**(1,** **3)**

p4 **=** Point**(0,** **1)**

*# Now we can compare points using ==*

isSame **=** p1 **==** p2

**print(**isSame**)** *# Prints False*

There are tons of other python default methods that we can overload. Some of the most used are featured below.

**class** Point**():**

**def** \_\_init\_\_**(**self**,** x**=0,** y**=0):**

self**.**x **=** x

self**.**y **=** y

self**.**coords **=** **(**self**.**x**,** self**.**y**)**

**def** move**(**self**,** x**,** y**):**

self**.**x **+=** x

self**.**y **+=** y

**def** \_\_add\_\_**(**self**,** other**):**

**return** Point**(**self**.**x **+** other**.**x**,** self**.**y **+** other**.**y**)**

**def** \_\_sub\_\_**(**self**,** other**):**

**return** Point**(**self**.**x **+** other**.**x**,** self**.**y **+** other**.**y**)**

**def** \_\_mul\_\_**(**self**,** other**):**

**return** self**.**x **\*** other**.**x **+** self**.**y **\*** other**.**y

p1 **=** Point**(3,** **4)**

p2 **=** Point**(3,** **2)**

p3 **=** Point**(1,** **3)**

p4 **=** Point**(0,** **1)**

p5 **=** p1 **+** p2

p6 **=** p4 **-** p1

p7 **=** p2**\***p3

Now you may notice that when we try to print one of our point objects we get some cryptic text that looks like this

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA18AAAAlCAYAAAC9F1NTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAA6bSURBVHhe7Z0BmuQoC4b3XHOgOc+cZi4zh5mFbJlFShAMqbaqv/d5+P/pRBERUZN07z9/AQAAAAAAAADcDg5fAAAAAAAAAPACcPgCAAAAAAAAgBeAwxcAAAAAAAAAvAAcvt6B3zRQNFJNfvx6XAffF8TEvfz5+/fnj97HLD/J77dA7f2Qbf18XAfgAn8oXnUc/6Cff90Vx0Eq7YKuHL9preC6WtdvykFZKu16C6hfsq8sy11N6vpNa4IuH5GRzkpdmlfEKq/D2XDdLVap+Rpkx27boHxXyJ9dwGCjfRu/1OT05EsXmU1jovnv18JCvhN/yJ/Sv01w+MrzKTHhsWMfZxusr8oZlXZBV1wX79G6HDOQH9RWNISv2hWxJ5Rvde5ckKgPfw7qri4JWV0zf1sy0lmpS1IW98ExjebbS3ZRpw9bKMevPKCwIJUXIWN+6Y6RkYU2Ahp86d9wAIMcwQn/JDwpHypexo4xIW2inPDWUCzop2QsOHwl+aSYsNiwj9bDAy2vzhuVdkHX/zLVpdYLVwL7twq7QgeAQls8uTIWK0vCiq7dD19lsZrch80OYFft0g/k+QFFxSGMVK1zvBIURknjAHhHMm++OgksEh+PXOA/KAfIhQpv9ZN8aEx07NZHtXnRbzP0xutlIV1pF3SldHVvWWit0ptHrcvNc0V2Rd58sUzfbih7VuTKgcAdwxGLuqRf3fGhe6dOY19SqetA9elKrOqy+usiPnfI+27OLbBLl2nyk+ww/RGAVOQZfTt5CF372G99wbdCPi2xErN++BB5evbR0NxvvsDhCxx8aEx0bNbHbrNg2BMpU02lXdD1H5Ey3ZN/ZwMdLVfZR0lXR0qwPiMfnmbeiMzWbu+hbHZJWNZF/Wn7Da+c9KPZr0pdRGVMyAcF1hjqt1lWH6rsuuPMQ9UTkCOGBpBcPQUCsBPhxEwTT86DxXn4GUhfOMn13ZDJGYevJB8aEx2b9TGyeZGbL5ZXhHWlXdD1IKArk79km6/oo0Tq1X9kIVKfueXwRY23cq1sxE9DKnUZhMYnSFRXqFwkJmQZGkuzSaXLarPMrgfe137ZTxGpWozudChkpdGvRJ+YWfjgKH9vjSc+9+l4LS6TwOO6x2+q85N0cT09SHwtekgd2XkK6YnoGD1h4QDkvj7Z9mbjeDfhxExEE775l3veOSZ4jqh6UyEbPD/dwRXfP21eqIKlb/oUjOpaD7BGEj7skd7hGLJNwfiStCd9Zg5r/SB5MpEu7BwTJTl61z6S/tMuas9rzs1bVv9UH8yHsTooquxioKsjrIvK6WHRTA8ClXYJ9NrGbUtbZmtwY7VNT7+0o/V56ieDSl1DSIHWv0xUF92ojAnpD6vMKF6eKLbrhO4//Z2Lh+jPGj2ouI/5XS4Z+46bdenkVYkEzUxmA+zaOQmkAyowHLeJRJPcp1N5+GJdkbHgTZ/HjjFhPZSZyavirML3XR+9MWhCZczcKBe0gEwPX9SOtRBoCR0qqEDmcMiix3LnmKjK0dv2UcYX2ejx9FBB4PWv9UFvgDrRbRfZdQBdHVNdQbrxtNaTm+ySa9swvix7FOZa3OyWeugfbW2w5rrsA0vrx8qBqVKXhWzjaq4J62q+ZaE6HpGY0H5a/p2vYrueoJgJP3waQMUMLireFXfBiIoxkNFNUBPPja6dC4koI+88vlVI/8+SmPekRieSqThJYsuYoOvpAx3Z4G1sq6jyfVrPQ4Z9pGuZw407F0lX2vdOfHWLVUKe5sfGMVGWozftYyZvuRsOp39nH5z40/rK7CKgq2emK4Jsz2vzFrvoXivHYsVXZO5Yh68lHym7ZO5MH5gqdTl4e5EsUV13xIRseyaWmlfNodUXVFREQYUrXqntjnT20bc2OORIef3c1NL/SAcnx+dAD1JqkGX7zaYgXSDzBoDa1fU7fyT1fyLRiev5TS9ofF9PxvPzLVFulihOqO5WMUE6zvJU9yup9L3OFUc5uqb1jb4Hz0zxhmwvtUAN+jiyaRhfVE+X47Y7dfRDWF9jo5iIsJSjN+pj9YbjaR6RWJtjFqvNSrugqycyjh6yrSaWmjvskuX0/PHujYg8XIz6SOuS1WTujair1GXRjSO11+XuJBldt8Qq3WvlPPF03GKXQxerQo5z08CBdKtHJ9MmqwbtinRUNzBqQZHdrpgkmYDokHYlJ1bU7qok8AnMxmm0cddzRPozM/lZQv7fLSaoQCv71ZvQSt/r+64+jotoWQPZnpV3u8WRxfO3jJOHuH0MxJKMfbePG8VElHSO3qiPd2w4nmKNy9M1HVNee5V2QVdPdBxHyLpNvKf1d9gl8+VTOfq53WOZda/q8CX7yaL7mlkXK3V5dH0n318ho6s8JgbrlSfWW7lXzaEOqmvZru2kSwoq8N3efHXOlgOvNiEVkyQTEB2OXTOidlclgU9AJ8yZ8NyQdPWD4yUTXigB7BYTVKCV/cpNaLXvuw1KRJ/0A8nUb4rIQqA3GbM2dDxrvXKcI5+rnPrIDrdtutn04vB1PxnbUxsOuu9tiGb1K+2Crp7UOApkvSbewYuptkvqYxkVk7lp1qbOiyOZ+oh80MX6IOeH18VKXR6qnUwcPJHUVR0Tegz17yo/fX0x8CnzijkkGc0nFuvcRLcMqLT1uwmXBnYTTGfLwFODGpokVOEIDsN3MmhmAdHh2DUjOrlLksCHoBcFT0Z/rGFlMndtUv0pu8UEFWhlv3ITWu37FX3Sb5HDjCTSntS/ItGcd5lNYqKDOliao3fqY8KWdFzLOBESiu9Ku6CrIz2OxNMhJTrvi+2KHJY6mdgp9cm4zPhIlg2LYVelLg+9XwmGwZC0rsqYoI7LHGOOlWyTZJiDKu1yqPudL8Wn/bXDhulsOfhqEsw2otmJhsPXvkwPXzQG1re8zNJkpnKnfqo/ZbeYyNp/E9W+X9FnbQIiRNqT47Ii0Zx3GcevX8EtOXqnPibGMhujZk6kPk+rV9oFXR2pcaT7T7ljor+j0i45bxLi5WCzTdGWU/0gmyOajPpYqctD9vtqDkrrIltviYlJ29N1stKuAXw2uvKCiorFsIKIN6DveAgzB84ZMG8j2gUs/Xv0Bwx4oy7bxeFrX+RGIzVOD7qNCo15hHRs7BYTVKCVvboAXKHa9ytz9spcMnOToHKx7eKIJGuvyyYxwdyWozfqIyNjz9xIJMdc+mQogfxTaRd0PQjqOqCbsizLytpWZdc0pixx5tjKJlqzZJcR/5W6TJSvIxt/k0VdZbFKF9v9WWxK31p2ls8hhspX/GoWFU/gNBr6b8hshDlwciDUJJAD2VWhvrfrs4kj200lPseuGZbdmmi578DVw1c3XgEdXQyRhBaO3WKCCrSyX7oJLfa9XkBnY9OVzy6kRGRR0TYvxahAblqiutpXEfr3HTs2iYlbc/Qucf+giz/DnkiZRndoZXn4b3TdexBbaRd0/UdUl84XLKub9BK7KE5kjp7aIucYiZWDKw5fESr3Sld16bG9Ys+qrrJYleP8yDMWcqyt+Cmz68Hor/2yrLyEomp5zNdtdE3/B9F2RTr86uGrGzy+pwaBn6byoVUPWmrD5Ng145aN9u6Qg84Y5bjMOIyQSWh1Y6vjgn/HZBQbT3OJ6oWgulvFBBVoZVmefE4/c+44H+AsjEuUSt9rXSzHw6aAvpUNjpmbFHJsWIYLAP18+JwXjWYb++Jx+4QuSF3H2NA13UeGr+mHcOY4Kr1fFRO35uhN+nhCumU/uqex9I/w2BE6nvWT3dHcMPXR9Sq7oCuuKzVGEQrsyjwMach8Z83L73j46h6CkO+vsKyLfF0V9926RvZE1m3Tb1S2wq47zjxUfR3vFLgroydATQ7Hq8FiaQOmNztn0iDnd9ez0vQ86CZAQrTfTT3R9lS5d+KpT8G+RH0fPZClx9KwM63nIa+OiaydqwfbCJd8T/8YJtuEVBza3cMb2TjKvxEZ6R1t0kLyDjFRnKM1O8U9461zUiw7vPkvNyjmHKHro9C9apcEuv4XU9di3M/2cKt2zerpvMSbXi/HHfoTeXD5QDZrg+I9rPpGXSsP+04u6iqL+2TMzuy8ape1Ll792o9UXIRa16fHVPC8GHeR5ISjArAJj+/T4YukTebIAHNC4wPr6N4ZQEb7UTnjcKLnTELRcm/G0zhHYnLiCy2TOX8S3dS2Q/4TSbu0vDQmEraa/S1k1ffmfPbyh5Ari2D48MWQ0elDIpW31HK/M7EWGsNNYqIsR4/YpI+SWeyzHUOon6PyTdomZeZPy1/Ldg2AromuyVh64oU7s2LX9CGFqjNr48hlgXndZLrxN4jkjuheqVKXHt/ZmLkU6KqK+9mhu0l0nb1il45ZLvv0hckCpKoIMqZtAq5sPO7GC/wj4En0oLOz+Zb55qtBP/BBdFS/DdawfaVnmqAM0QFk6om2p8q9FWT4uSml/48ms6jv00mc2j/eFCv9/HPkCcpbxYTXV7Ln5Z8mr/ieLo4ONUduo3vHPB/o48/7hvoSyIUimkvPz+YGNh/9fPg9ahv7i/s/WgBPv2U6SmW3iInmJ2HDYQddy+ToIbv0UTD6XIbtmW0evPkvc+lojrRyXndX7RoBXQ5UT9bJSGTNzNo1O3jofMf6vU34sQ5TW14ZKeFDjWbWBvU5rLpSF9HmKufkq1Toqoz79LrtcGUOHeO12AcLUgkAAGAXVg5fAAAAAHgPcPgCAICNkG8dlp/UAgAAAGBLcPgCAIAdoIOW/twLL74AAACAzwKHLwAAeCH6u3NL8MkhAAAA8HnQEg8AAOAVRP7SFQsOXgAAAMBnQss8AACAV+G9+ZJ/dQ8AAAAAnwct9wAAAAAAAAAA7uaew9ef+O81fImQbfiqJwDGEQAAAAAAgDJoC1tP9PcavlLwOxVzMI4AAAAAAADUQdvXG8Abk88A4wgAAAAAAEAZtIUFq/xDJwAWAAAAAAAAAJiBk8MFcPgCAAAAAAAARMHJ4QI4fAEAAAAAAABi/P37LzRjxfLF5RwEAAAAAElFTkSuQmCC)

This is because we have not defined how our point should be represented as a string. To do this we must overload the \_\_str\_\_ method.

**class** Point**():**

**def** \_\_init\_\_**(**self**,** x**=0,** y**=0):**

self**.**x **=** x

self**.**y **=** y

self**.**coords **=** **(**self**.**x**,** self**.**y**)**

**def** move**(**self**,** x**,** y**):**

self**.**x **+=** x

self**.**y **+=** y

**def** \_\_str\_\_**(**self**):**

**return** "Point(" **+** str**(**self**.**x**)** **+** ',' **+** str**(**self**.**y**)** **+** ")"

p1 **=** Point**(3,** **4)**

**print(**p1**)** *# This prints Point(3, 4)*

We can also overload the methods below to implement the comparison operators.

**class** Point**():**

**def** \_\_init\_\_**(**self**,** x**=0,** y**=0):**

self**.**x **=** x

self**.**y **=** y

self**.**coords **=** **(**self**.**x**,** self**.**y**)**

**def** move**(**self**,** x**,** y**):**

self**.**x **+=** x

self**.**y **+=** y

**def** length**(**self**):**

**import** math

**return** math**.**sqrt**(**self**.**x **\*\*** **2** **+** self**.**y**\*\*2)**

**def** \_\_gt\_\_**(**self**,** other**):** *# greater than*

**return** self**.**length**()** **>** other**.**length**()**

**def** \_\_ge\_\_**(**self**,** other**):** *# greater than or equal to*

**return** self**.**length**()** **>=** other**.**length**()**

**def** \_\_lt\_\_**(**self**,** other**):** *# less than*

**return** self**.**length**()** **<** other**.**length**()**

**def** \_\_le\_\_**(**self**,** other**):** *# less than or equal to*

**return** self**.**length**()** **<=** other**.**length**()**

*# We are going to compare points based on their lengths*

p1 **=** Point**(3,** **4)**

p2 **=** Point**(3,** **2)**

p3 **=** Point**(1,** **3)**

p4 **=** Point**(0,** **1)**

isLess **=** p1 **<=** p2 *# This is False*

**print(**isLess**)**

To see a list of all over-loadable methods please [click here.](https://www.techwithtim.net/tutorials/python-programming/classes-objects-in-python/overloading-methods/www.siafoo.net/article/57)

# Static Methods

Static methods are methods within a class that have no access to anything else in the class (no self keyword or cls keyword). They cannot change or look at any object attributes or call other methods within the class. They can be thought of as a special kind of function that sits inside of the class. When we create a static method we must use something called a decorator. The decorator for a static method is "@staticmethod".

**class** myClass**:**

**def** \_\_init\_\_**(**self**):**

self**.**x **=** x

**@staticmethod**

**def** staticMethod**():**

**return** "i am a static method"

*# Notice staticMethod does not require the self parameter*

# Class Methods

Class methods are methods within a class that only have access to class variables and other class methods. They are passed the name of the class and therefore can access anything within the class. Like static methods they cannot access any instance attributes. You can create a class method by using the "@classmethod" decorator.

**class** myClass**:**

count **=** **0**

**def** \_\_init\_\_**(**self**):**

self**.**x **=** x

**@classmethod**

**def** classMethod**(**cls**):**

cls**.**count **+=** **1**

*# The classMethod can access and modify class variables. It takes the class name as a required parameter*

Please refer to the video for further explanation and more detailed examples.

## Private and Public

In other programming languages there is the notion of private and public classes and methods.  
A private class is something that can only be accessed from within a certain file or directory and a private method is something that can only be called from within the class.  
A public class or method is something that can be accessed anywhere.

However, In python this does not exist. Every class and method in python is public and there is no way to change that. We can only simulate creating private classes and methods by using certain notation and conventions.

To declare something as private we use one underscore before the name.

**class** \_Private**:**

**def** \_\_init\_\_**(**self**,** name**):**

self**.**name **=** name

**class** NotPrivate**:**

**def** \_\_init\_\_**(**self**,** name**):**

self**.**name **=** name

self**.**priv **=** \_Private**(**name**)** *# Even though we decalre something private we can still call and us it*

**def** \_dispaly**(**self**):** *# Private*

**print(**"Hello"**)**

**def** display**(**self**):** *# Public*

**print(**"Hi"**)**

The reason we declare things as private is to tell the programmer not to use them. It is somewhat a warning to the programmer saying that this class or method is private and that they shouldn't mess with it.

Now that you are done learning about classes and objects I recommend you to move onto [intermediate python programming.](https://techwithtim.net/tutorials/python-programming/intermediate-python-tutorials)